**function** apply\_operation(a, b, operator)

**if** operator is‘+’ **then**

**return** a + b

**if** operator is‘-’ **then**

**return** a–b

**if** operator is‘\*’ **then**

**return** a \* b

**if** operator is‘/’ **then**

**return** a / b

**function** evaluate(expression)

value\_stack 🡨 init\_stack()

ops\_stack 🡨 init\_stack()
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i 0

**while** i < expression.length() **do**
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curr expression[i]

**if** curr is digit **then**

value\_stack.push(expression[i])

**else if** curr is‘(’ **then**

ops\_stack.push(expression[i])

**else if** curr is‘)’ **then**

**if** value\_stack has less than 2 values or top ofops\_stack is ‘(’ **then return** “NotWellFormed”

**do**

**while** ops\_stack is non-empty andtop of ops\_stack is not‘(’

v2 value\_stack.pop()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAA2CAIAAAA3XjyWAAABO0lEQVRYhe3XIa6EMBAG4OnLsxwAheAAVQgMDiwH6AE4GQdAIxFoFIoEh8K1RbJiEpbdV0g22ddWzC82k5Bsvi0wm5/t+w5+5Mc14BmPKL/3l4ui2LYNALquc0nJskwppbUex/G/HXeUJEm01kqpeZ4tOC4pnHMppdZ6WRY7DjA+tmma4mDTYaDkeY7DNE02He+UsixxGIbBsuOFIoTAoe97+w4AYLj4q6qSUuKj+vYppbz/im/9dXi0bdnxm4QQeBJt2zqhPE+lrmscjpfZGQUAmqbBgXPumAIAx92J49gxBU4vcxiGjilwWnFBEDimwGnxM8bsUNj9goqiCFfcuq6OKTbj0bYliilEMYUophDFFOrMH1GoM7+GOjN1ZmOoM5tCnfmeAtSZLylAnfmSAtSZqTP/CVFM8YjyAIpW8cEuddwAAAAAAElFTkSuQmCC)

v1 value\_stack.pop()

operator 🡨 ops\_stack.pop()

result 🡨 apply\_operation(v1, v2, operator)

value\_stack.push(result)

**if** top of ops\_stack is not ‘(’ **then**

return “NotWellFormed”

**else**

ops\_stack.pop()

**else if** curr is‘+’ or ‘-‘ or ‘\*’ or ‘/’ **then**

**if** ops\_stack is empty **then**

**return** “NotWellFormed”

**while** ops\_stack is non-empty **and** value\_stack has 2 or more values **and** ops\_stack.peek() has higher or equal precedence than curr, **do**

**![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAAaAC4DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3XUdRs9J0+e/v7hILWBd8kj9AP6k9ABySQBWF4R1zWPEiz6rcWMdjosv/ACD45FP2iVf+ej84VT2GOc9cAFuP+Jf9rf8ACS6V9r/s/wDsTzR9n+37/snnbT/r9vOc9M/LjrxvrZk/4W5vPl/8IRt/2vteaAO+orj9E/4WP/bEH9v/APCKf2Z83nfYPtHnfdO3bv8Al+9tzntmuwoAKKKKAKuo6dZ6tp89hf26T2s67JI36Ef0I6gjkEAiud8HaFr/AIZa50m7v4NQ0KL/AJBssjN9qhX/AJ5ONu1lHYg5GOmCAnWUUAFFFFABRRRQB//Z)**

v2 value\_stack.pop()
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v1 value\_stack.pop()

operator 🡨 ops\_stack.pop()

result 🡨 apply\_operation(v1, v2, operator)

value\_stack.push(result)

ops\_stack.push(curr)

**else**

**return** “NotWellFormed”
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i i + 1

**if** only one of ops\_stack **and** value\_stack is empty **do return** “NotWellFormed”

**while** ops\_stack is non-empty **do**
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v2 value\_stack.pop()
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v1 value\_stack.pop()

operator 🡨 ops\_stack.pop()

result 🡨 apply\_operation(v1, v2, operator)

value\_stack.push(result)

**return** value\_stack.pop()

**function** is\_single\_run\_possible()

/\* **step 1: read and parse first line of stdin** \*/
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1. number of trees (start index from 1 because 0 is mountain)

e number of edges (number of subsequent lines to be read) /\* **step 2: store data from first line in graph structure** \* Graph structure is a deque of **v+1** number of sub-deques.

\* Each sub-deque represent the adjacency list of the mountain/tree. **v+1** sub-deques because **v** deques for trees + **1** deque for mountain \*/

graph 🡨 create\_graph(with v+1 deques)

/\* **step 3: read and parse e subsequent lines to add edges**\*/ for each subsequent line, do
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from beginning of edge
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to destination of edge

graph.append\_edge(from, to)

/\* **step 4: decide whether all trees can be visited in one run**

* Topologically sort the graph with depth-first search approach.
* Check if every node in topological order have a direct edge to the next node\*/

/\* **step 4a: implementing topological sort\*/**

**function** top\_sort(graph, total\_v)

/\* stack for reversed topological order \*/

stack 🡨 new\_deque()

/\* **v+1** sized array for visit status, initially all FALSE(0) \*/

visited 🡨 new\_array(v+1, 0)

for every node in visited, do

if node not visited yet (0), do

top\_sort\_recursive(node, stack, visited, graph)

**function** top\_sort\_recursive(currrent\_node, stack, visited, graph)

visited[current\_node] 🡨 TRUE(1)

if current\_node has no adjacent nodes, do

stack.push(current\_node)

else, do

for every adjacent\_node in current\_node’s adjacency list, do if adjacent\_node **not** in stack, do

top\_sort\_recursive(adjacent\_node, stack, visited, graph)

if all adjacent nodes are already in stack,do stack.push(current\_node)

**/\* step 4b: determine if there is direct edge between nodes in topo-order \*/**
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| curr | first node in topologically sorted deque | | | |
| while curr is not NULL, | | | | do |
|  | if | curr’s | next node is **not** in curr’s adjacency list, do | |
|  |  | return false | | (cannot traverse all trees in one go) |
|  | increment | | curr to | its next node |
| return true (all nodes, | | | | except last node, have direct edge to their next node, so |
| can traverse all trees in one | | | | go) |
| **/\* step 5: free** | | | **all allocated memory \*/** | |
| free all | | nodes from each | | sub-deque (adjacency lists) |
| free all | | deques | from the | graph (deque of sub-deques) |
| free the | | graph structure | |  |

**Note 1: Topological Sorting**

Topological sorting produces linearised data where for every edge **(u,v)** in set E, the topologically sorted order places node **u** before node **v**. If every node in the topological order has a direct edge to connect to its next node, then that topological order intuitively represents the path that allows traversal of all nodes in a DAG.

**Note 2: Time Complexity**

Step 1-3: O(|V|+|E|)

Step 4: O(|V|+|E|)

The algorithm employs multiple for-loops and while-loops, but none of them are nested. The nodes and edges are iterated at linear time in each step. The recursive part of topological sorting is called a maximum of V times (once for each node). Hence, overall complexity of the program: O(|V|+|E|)+ O(|V|+|E|)= O(|V|+|E|), linear time.